The Spring web module provides some basic utility classes for web applications and also provides integration points with Struts and JSF. But, by itself, the web module doesn't provide an MVC implementation.

The Spring MVC module is a subframework built upon Spring and the Spring Web Module providing a complete alternative to other MVC implementations.

So, if you're using Struts in your presentation layer and Spring in the service layer, you'll be using the Spring Web Module, but not the Spring MVC module. But if you're using Spring MVC in your presentation layer, you're using both modules.

1. Spring AOP:

One of the key components of Spring is the AOP framework. AOP is used in Spring:

• To provide declarative enterprise services, especially as a replacement for EJB declarative services. The most important such service is declarative transaction management, which builds on Spring's transaction abstraction.

• To allow users to implement custom aspects, complementing their use of OOP with AOP

2. Spring ORM:

The ORM package is related to the database access. It provides integration layers for popular object-relational mapping APIs, including JDO, Hibernate and iBatis.

3. Spring Web:

The Spring Web module is part of Spring?s web application development stack, which includes Spring MVC.

4. Spring DAO:

The DAO (Data Access Object) support in Spring is primarily for standardizing the data access work using the technologies like JDBC, Hibernate or JDO.

5. Spring Context:

This package builds on the beans package to add support for message sources and for the Observer design pattern, and the ability for application objects to obtain resources using a consistent API.

6. Spring Web MVC:

This is the Module which provides the MVC implementations for the web applications.

7. Spring Core:

The Core package is the most import component of the Spring Framework.

This component provides the Dependency Injection features. The BeanFactory provides a factory pattern which separates the dependencies like initialization, creation and access of the objects from your actual program logic.

**Circular Dependencies**

If you use predominantly constructor injection, it may create an unresolvable circular dependency scenario (something similar to deadlock scenario).

For example:

* ClassA requires an instance of ClassB through constructor injection, and ClassB requires an instance of ClassA through constructor injection.
* If you configure beans for classes A and B to be injected into each other, the Spring IoC container detects this circular reference at runtime, and throws a **BeanCurrentlyInCreationException**.

**ClassA.java**

**public** **class** ClassA

{

**private** ClassB bRef;

**public** ClassA(ClassB bRef)

{

**this**.bRef = bRef;

}

**public** String printMSG()

{

**return** "I am a Class A Method";

}

}//End of Class

**ClassB.java**

**public** **class** ClassB

{

**private** ClassA aRef;

**public** ClassB(ClassA aRef)

{

**this**.aRef = aRef;

}

**public** String printMSG()

{

**return** "I am a Class B Method";

}

}//End of Class

**Application-Context.xml**

<bean id=*"aBean"* class=*"ClassA"*>

<constructor-arg name=*"bRef"* ref=*"bBean"*/>

</bean>

<bean id=*"bBean"* class=*"ClassB"*>

<constructor-arg name=*"aRef"* ref=*"aBean"*/>

</bean>

**SpringTest.java**

ApplicationContext appContext

= **new** ClassPathXmlApplicationContext("applicationcontext.xml");

ClassA aObj = (ClassA) appContext.getBean("aBean");

System.*out*.println(aObj.printMSG());

System.*out*.println(aObj.getbRef().printMSG());

ClassB bObj = (ClassB) appContext.getBean("bBean");

System.*out*.println(bObj.printMSG());

System.*out*.println(bObj.getaRef().printMSG());

**Exception:**

Exception in thread "main" org.springframework.beans.factory.BeanCreationException: Error creating bean with name 'aBean' defined in class path resource [applicationcontext.xml]: Instantiation of bean failed; nested exception is org.springframework.beans.BeanInstantiationException: Could not instantiate bean class [ClassA]: No default constructor found; nested exception is java.lang.NoSuchMethodException: ClassA.<init>()

**Solution:**

Although it is not recommended, you can configure circular dependencies with setter injection. Unlike the typical case (with no circular dependencies), a circular dependency between ClassA and ClassB forces one of the beans to be injected into the other prior to being fully initialized itself (a classic chicken/egg scenario).

**ClassA.java**

**public** **class** ClassA

{

**private** ClassB bRef;

**public** ClassA() { }

/\*

\* Generate Getter & Setter

\*/

}//End of Class

**ClassB.java**

**public** **class** ClassB

{

**private** ClassA aRef;

**public** ClassB() { }

/\*

\* Generate Getter & Setter

\*/

}//End of Class

**Application-Context.xml**

<bean id=*"aBean"* class=*"ClassA"*>

<property name=*"bRef"* ref=*"bBean"* />

</bean>

<bean id=*"bBean"* class=*"ClassB"*>

<property name=*"aRef"* ref=*"aBean"* />

</bean>

**Polymorphism in Springs [Interface Injection]:**

**public** **interface** CompanyNameInterface

{

**public** String getCompanyNM();

}//End of Interface

**public** **class** CompanyNameImpl1 **implements** CompanyNameInterface

{

**private** String companyNM;

@Override

**public** String getCompanyNM()

{

**return** companyNM;

}

**public** **void** setCompanyNM(String companyNM) {

**this**.companyNM = companyNM;

}

}//End of CompanyNameImpl

**public** **class** CompanyNameImpl2 **implements** CompanyNameInterface

{

**private** String companyNM;

@Override

**public** String getCompanyNM()

{

**return** companyNM;

}

**public** **void** setCompanyNM(String companyNM) {

**this**.companyNM = companyNM;

}

}//End of CompanyNameImpl2

**public** **class** CompanyProfile

{

**private** String address;

**private** CompanyNameInterface name;

/\*

\* Generate Getter & Setter

\*/

**public** String getCompanyInfo()

{

**return** "Company Name : "

+ name.getCompanyNM()

+ " & Company Address : "

+ address;

}

}//End of Class

**Application-Context.xml**

<bean id=*"compNM1"* class=*"com.jspiders.springs.beans.CompanyNameImpl1"*>

<property name=*"companyNM"* value=*"Hewlet-Packard"* />

</bean>

<bean id=*"compNM2"* class=*"com.jspiders.springs.beans.CompanyNameImpl2"*>

<property name=*"companyNM"* value=*"NetApp"* />

</bean>

<bean id=*"compProfile"* class=*"com.jspiders.springs.beans.CompanyProfile"*>

<property name=*"address"*

value=*"#123, 4th Cross, 5th Main, ABC Nagar, Bangalore"* />

<!-- <property name="name" ref="compNM1" /> -->

<property name=*"name"* ref=*"compNM2"* />

</bean>

**Polymorphism.java**

ApplicationContext context

= **new** ClassPathXmlApplicationContext("ApplicationContext.xml");

CompanyProfile comp = (CompanyProfile) context.getBean(CompanyProfile.**class**);

System.*out*.println(comp.getCompanyInfo());

**Inheritance in Springs:**

* In spring, inheritance is supported for reusing already written bean, so that beans can share common attributes and methods among them.
* Child bean will have all attributes and methods of parent bean, also child bean can override parent bean's attributes or methods.

**Scenario 1: When Super Class is a Normal Class**

**public** **class** SuperClass

{

**private** String empNM;

**public** SuperClass() {}

/\*

\* Generate Getter & Setter

\*/

}//End of SuperClass

**public** **class** SubClass **extends** SuperClass

{

**private** **int** empID;

**public** SubClass() { }

/\*

\* Generate Getter & Setter

\*/

}//End of Class

**ApplicationContext.java**

<bean id=*"superBean"* class=*"com.jspiders.springs.beans.SuperClass"*>

<property name=*"empNM"* value=*"Praveen"* />

</bean>

<bean id=*"subBean"*

class=*"com.jspiders.springs.beans.SubClass"*

parent=*"superBean"* >

<property name=*"empID"* value=*"1234"* />

</bean>

**Inheritence.java**

ApplicationContext context

= **new** ClassPathXmlApplicationContext("ApplicationContext.xml");

SubClass subRef = (SubClass) context.getBean(SubClass.**class**);

System.*out*.println(subRef.getEmpNM());

System.*out*.println(subRef.getEmpID());

**Scenario 2: When Super Class is an Abstract Class**

**public** **abstract** **class** AbstractSuperClass

{

**private** **int** age;

**public** **abstract** String getInfo();

/\*

\* Generate Getter & Setter

\*/

}//End of Class

**public** **class** SubClass2 **extends** AbstractSuperClass

{

**private** String name;

@Override

**public** String getInfo() {

**return** name+ " age is :" +getAge() ;

}

/\*

\* Generate Getter & Setter

\*/

}//End of Class

**ApplicationContext.java**

<bean id=*"abstractSuperClass"*

class=*"com.jspiders.springs.beans.AbstractSuperClass"* abstract=*"true"* >

<property name=*"age"* value=*"99"* />

</bean>

<bean id=*"subBean2"*

class=*"com.jspiders.springs.beans.SubClass2"* parent=*"abstractSuperClass"* >

<property name=*"name"* value=*"Praveen"* />

</bean>

**Inheritence2.java**

ApplicationContext context

= **new** ClassPathXmlApplicationContext("ApplicationContext.xml");

SubClass2 subRef = (SubClass2) context.getBean(SubClass2.**class**);

System.*out*.println(subRef.getInfo());

<bean id=*"eaiLog"* class=*"com.hmh.util.dao.EAI\_Log"*>

<constructor-arg name=*"transId"* type=*"java.lang.String"* value=*""* />

<constructor-arg name=*"event\_id"* type=*"java.lang.String"* value=*""* />

<constructor-arg name=*"ebs\_Name"* type=*"java.lang.String"* value=*""* />

<constructor-arg name=*"source"* type=*"java.lang.String"* value=*""* />

<constructor-arg name=*"severity"* type=*"java.lang.String"* value=*""* />

<constructor-arg name=*"cmpnt\_Name"* type=*"java.lang.String"* value=*""* />

<constructor-arg name=*"evnt\_payLoad"* type=*"java.lang.String"* value=*""* />

<constructor-arg name=*"err\_StackTrace"* type=*"java.lang.String"* value=*""* />

<constructor-arg name=*"event\_Actvty\_TS"* type=*"java.sql.Timestamp"* value=*"#{ null }"*/>

<constructor-arg name=*"err\_Family"* type=*"java.lang.String"* value=*""* />

<constructor-arg name=*"err\_Type"* type=*"java.lang.String"* value=*""* />

<constructor-arg name=*"msg\_Text"* type=*"java.lang.String"* value=*""* />

<constructor-arg name=*"load\_Actvty\_TS"* type=*"java.util.Date"* value=*"#{ null }"* />

<constructor-arg name=*"destination"* type=*"java.lang.String"* value=*""* />

</bean>

TODO :

<http://www.mkyong.com/spring/spring-how-to-pass-a-date-into-bean-property-customdateeditor/>

<http://www.mkyong.com/spring/spring-propertyplaceholderconfigurer-example/>

<http://www.mkyong.com/spring/spring-bean-configuration-inheritance/>

<http://www.mkyong.com/spring/spring-properties-dependency-checking/>

<http://www.mkyong.com/spring/spring-dependency-checking-with-required-annotation/>

Spring Expression Language (Spring 3.0)

<http://www.mkyong.com/spring3/spring-el-hello-world-example/>

<http://www.mkyong.com/spring3/spring-el-bean-reference-example/>

<http://www.mkyong.com/spring3/spring-el-method-invocation-example/>

<http://www.mkyong.com/spring3/spring-el-operators-example/>

<http://www.mkyong.com/spring3/spring-objectxml-mapping-example/>

# **Spring Web MVC Framework**

<http://www.tutorialspoint.com/spring/spring_web_mvc_framework.htm>

<http://thecafetechno.com/tutorials/spring/hibernate-web-jsp-servlet-integration-example/3/> ===> Vey Good

<http://howtodoinjava.com/2013/03/21/spring-3-and-hibernate-integration-tutorial-with-example/>===> Vey Good

The Spring web MVC framework provides model-view-controller architecture and ready components that can be used to develop flexible and loosely coupled web applications. The MVC pattern results in separating the different aspects of the application (input logic, business logic, and UI logic), while providing a loose coupling between these elements.

* The **Model** encapsulates the application data and in general they will consist of POJO.
* The **View** is responsible for rendering the model data and in general it generates HTML output that the client's browser can interpret.
* The **Controller** is responsible for processing user requests and building appropriate model and passes it to the view for rendering.

The DispatcherServlet

The Spring Web model-view-controller (MVC) framework is designed around a *DispatcherServlet* that handles all the HTTP requests and responses. The request processing workflow of the Spring Web MVC *DispatcherServlet* is illustrated in the following diagram:

![Spring DispatcherServlet](data:image/png;base64,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)

Following is the sequence of events corresponding to an incoming HTTP request to *DispatcherServlet*:

1. After receiving an HTTP request, *DispatcherServlet* consults the *HandlerMapping* to call the appropriate *Controller*.
2. The *Controller* takes the request and calls the appropriate service methods based on used GET or POST method. The service method will set model data based on defined business logic and returns view name to the *DispatcherServlet*.
3. The *DispatcherServlet* will take help from *ViewResolver* to pickup the defined view for the request.
4. Once view is finalized, The *DispatcherServlet* passes the model data to the view which is finally rendered on the browser.

All the above mentioned components ie. HandlerMapping, Controller and ViewResolver are parts of*WebApplicationContext* which is an extension of the plain *ApplicationContext* with some extra features necessary for web applications.

## Required Configuration

You need to map requests that you want the *DispatcherServlet* to handle, by using a URL mapping in the **web.xml** file. The following is an example to show declaration and mapping for **HelloWeb** *DispatcherServlet* example:

<web-app id="WebApp\_ID" version="2.4"

xmlns="http://java.sun.com/xml/ns/j2ee"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://java.sun.com/xml/ns/j2ee

http://java.sun.com/xml/ns/j2ee/web-app\_2\_4.xsd">

<display-name>Spring MVC Application</display-name>

<servlet>

<servlet-name>HelloWeb</servlet-name>

<servlet-class>

org.springframework.web.servlet.DispatcherServlet

</servlet-class>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>HelloWeb</servlet-name>

<url-pattern>\*.jsp</url-pattern>

</servlet-mapping>

</web-app>

The **web.xml** file will be kept *WebContent/WEB-INF* directory of your web application. OK, upon initialization of **HelloWeb** *DispatcherServlet*, the framework will try to load the application context from a file named **[servlet-name]-servlet.xml** located in the application's *WebContent/WEB-INF* directory. In this case our file will be **HelloWeb-servlet.xml**.

Next, <servlet-mapping> tag indicates what URLs will be handled by the which DispatcherServlet. Here all the HTTP requests ending with **.jsp** will be handled by the **HelloWeb** DispatcherServlet.

If you do not want to go with default filename as *[servlet-name]-servlet.xml* and default location as *WebContent/WEB-INF*, you can customize this file name and location by adding the servlet listener *ContextLoaderListener* in your web.xml file as follows:

<web-app...>

<!-------- *DispatcherServlet* definition goes here----->

....

<context-param>

<param-name>contextConfigLocation</param-name>

<param-value>/WEB-INF/HelloWeb-servlet.xml</param-value>

</context-param>

<listener>

<listener-class>

org.springframework.web.context.ContextLoaderListener

</listener-class>

</listener>

</web-app>

Now, let us check the required configuration for **HelloWeb-servlet.xml** file, placed in your web application's *WebContent/WEB-INF* directory:

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:context="http://www.springframework.org/schema/context"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-3.0.xsd">

<context:component-scan base-package="com.tutorialspoint" />

<bean class="org.springframework.web.servlet.view.InternalResourceViewResolver">

<property name="prefix" value="/WEB-INF/jsp/" />

<property name="suffix" value=".jsp" />

</bean>

</beans>

Following are the important points about **HelloWeb-servlet.xml** file:

* The *[servlet-name]-servlet.xml* file will be used to create the beans defined, overriding the definitions of any beans defined with the same name in the global scope.
* The *<context:component-scan...>* tag will be use to activate Spring MVC annotation scanning capability which allows to make use of annotations like @Controller and @RequestMapping etc.
* The *InternalResourceViewResolver* will have rules defined to resolve the view names. As per the above defined rule, a logical view named **hello** is delegated to a view implementation located at */WEB-INF/jsp/hello.jsp* .

Next section will show you how to create your actual components ie. Controller, Model and View.

## Defining a Controller

DispatcherServlet delegates the request to the controllers to execute the functionality specific to it. The **@Controller** annotation indicates that a particular class serves the role of a controller. The **@RequestMapping** annotation is used to map a URL to either an entire class or a particular handler method.

@Controller

@RequestMapping("/hello")

public class HelloController{

@RequestMapping(method = RequestMethod.GET)

public String printHello(ModelMap model) {

model.addAttribute("message", "Hello Spring MVC Framework!");

return "hello";

}

}

The **@Controller** annotation defines the class as a Spring MVC controller. Here, the first usage of **@RequestMapping** indicates that all handling methods on this controller are relative to the **/hello** path. Next annotation **@RequestMapping(method = RequestMethod.GET)** is used to declare the *printHello()* method as the controller's default service method to handle HTTP GET request. You can define another method to handle any POST request at the same URL.

You can write above controller in another form where you can add additional attributes in *@RequestMapping* as follows:

@Controller

public class HelloController{

@RequestMapping(value = "/hello", method = RequestMethod.GET)

public String printHello(ModelMap model) {

model.addAttribute("message", "Hello Spring MVC Framework!");

return "hello";

}

}

The **value** attribute indicates the URL to which the handler method is mapped and the **method** attribute defines the service method to handle HTTP GET request. There are following important points to be noted about the controller defined above:

* You will defined required business logic inside a service method. You can call another methods inside this method as per requirement.
* Based on the business logic defined, you will create a **model** within this method. You can setter different model attributes and these attributes will be accessed by the view to present the final result. This example creates a model with its attribute "message".
* A defined service method can return a String which contains the name of the **view** to be used to render the model. This example returns "hello" as logical view name.

## Creating JSP Views

Spring MVC supports many types of views for different presentation technologies. These include - JSPs, HTML, PDF, Excel worksheets, XML, Velocity templates, XSLT, JSON, Atom and RSS feeds, JasperReports etc. But most commonly we use JSP templates written with JSTL. So let us write a simple **hello** view in /WEB-INF/hello/hello.jsp:

<html>

<head>

<title>Hello Spring MVC</title>

</head>

<body>

<h2>${message}</h2>

</body>

</html>

Here **${message}** is the attribute which we have setup inside the Controller. You can have multiple attributes to be displayed inside your view.

public class **ModelAndView** extends [Object](http://docs.oracle.com/javase/8/docs/api/java/lang/Object.html?is-external=true)

* It’s a concrete class
* Holder for both Model and View in the web MVC framework. Note that these are entirely distinct. This class merely holds both to make it possible for a controller to return both model and view in a single return value.
* Represents a model and view returned by a handler, to be resolved by a DispatcherServlet. The view can take the form of a String view name which will need to be resolved by a ViewResolver object; alternatively a View object can be specified directly. The model is a Map, allowing the use of multiple objects keyed by name.

**Constructor and Description**

[**ModelAndView**](http://docs.spring.io/spring/docs/current/javadoc-api/org/springframework/web/servlet/ModelAndView.html#ModelAndView-java.lang.String-)([**String**](http://docs.oracle.com/javase/8/docs/api/java/lang/String.html?is-external=true) viewName)

Convenient constructor when there is no model data to expose.

[**ModelAndView**](http://docs.spring.io/spring/docs/current/javadoc-api/org/springframework/web/servlet/ModelAndView.html#ModelAndView-java.lang.String-java.util.Map-)([**String**](http://docs.oracle.com/javase/8/docs/api/java/lang/String.html?is-external=true) viewName, [**Map**](http://docs.oracle.com/javase/8/docs/api/java/util/Map.html?is-external=true)<[**String**](http://docs.oracle.com/javase/8/docs/api/java/lang/String.html?is-external=true),?> model)

Creates new ModelAndView given a view name and a model.